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Introduction

This document describes two models, one a mixed integer linear program (MIP) and the other a constraint
program (CP), to solve a |question posed on Mathematics Stack Exchange. The question describes a type
of mathematical puzzle. You are given an N x N matrix and a set of blocks (smaller matrices) collectively
containing N? numbers. The problem is to reposition the blocks in a nonoverlapping way so that the resulting
matrix is symmetric. In what follows, we assume the following.

e The contents of the blocks are integers. This is true of the examples in the original post, but is not
necessary for the models. The models will work with real numbers, and conceptually should work with
complex numbers or arbitrary symbols (by assigning them unique integer ID numbers and using the
ID numbers).

e Blocks can be repositioned but cannot be rotated. (This was not explicitly stated in the original
question.)

e Blocks are rectangular matrices of arbitrary dimension. This is actually a generalization of the original
question, where all blocks in both examples were either row or column vectors.

Notation

Throughout this document indexing will be 0-based, to be consistent with the use of Java for testing the
models. I will arbitrarily assume that the rows and columns of the full matrix are indexed from 0 to N — 1
with location (0,0) in the upper left. Locations in blocks will similarly be indexed with (0,0) being the
upper left corner of each block. Blocks will be positioned by specifying where their upper left cell goes in
the full matrix.

The following notation applies to both models:

e K is the number of blocks;
e B¥is the k-th block (k € {0,...,K —1});

e the dimensions of B¥ are my x ny;

Bgfj is the entry in row i, column j of B¥ (i € {0,...,my —1},7 € {0,...,np — 1}); and

o A= Ungol B is the “alphabet” (the set of all possible values in the final matrix) with minimum A
and maximum A.


https://math.stackexchange.com/questions/4686170/placing-number-blocks-so-that-the-resulting-matrix-is-symmetric

Constraints

Although constraints will be expressed differently in the MIP and CP models, the underlying logic is the
same.

e Every block needs to be placed exactly once.

e Blocks must fit within the puzzle square (cannot extend beyond row/column N — 1).
e Blocks cannot overlap.

e The entry in each matrix cell comes from the block covering that cell.

e The matrix must be symmetric.

MIP Model

We will need two extra sets of parameters to formulate the MIP model. For every block index k €
{0,..., K — 1}, every cell (r,c) € {0,...,N — 1}2 in the matrix and every cell (i,5) € {0,...,N — 1}27
we define the following two values:

® (i, = 1 if placing block k at location (r, c) results in it covering cell (z,7), 0 if not; and

k o
B Qkreig =1
® Brrcig = :
0 Qk,reyij = 0

Bk.r.cij is the value cell (i, j) inherits from block B* if the block is placed at location (r,c) (0 if the block
does not cover (4, 7)).

The MIP model contains the following elements.

Variables

e 2, € {0,1} is 1 if block B* has its upper left corner at location (r,c), for k € {0,...,K —1},r €
{0,...,N—1},c€{0,...,N —1}.

® Yrc € {A,...,Z} is the entry at location (r,¢) of the final matrix, for ¥ € {0,...,K —1},r €
{0,...,N—1},ced{0,...,N —1}.
Objective Function

Since we are just looking for a feasible solution, the default objective function (minimize 0) is used.

Constraints

e Every block needs to be placed exactly once.
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e Blocks must fit within the puzzle square (cannot extend beyond row/column N — 1).

Thre =0 Vkyr,c:r+my >N\/c—|—n;c >N



e Blocks cannot overlap.
K-1N-1N—-1

SN tkrcigthee =1 Y(i,j) €{0,...,.N—1}?
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(Every cell must be covered by exactly one block.)

e The entry in each matrix cell comes from the block covering that cell.
K—-1N—1N-1

DD Brreihre =iy V(i,§) €{0,...,N—1}?

k=0 r=0 c¢=0
e The matrix must be symmetric.

Yij = Yj,i V(i,j)G{O,...,N—l}Q:i<j

CP Model

Constraint programming languages tend to be a bit more expressive than MIP models, and in particular
most (7) allow an integer variable to be used as an index to an array of constants or variables. The following
is the conceptual version of our CP model. As with the MIP model, there is no objective function.

Variables

e 1, €{0,...,N —my} is the row in which the upper left corner of block k € {0,..., K — 1} is placed.
e y €{0,..., N — ng} is the column in which the upper left corner of block & € {0, ..., K — 1} is placed.
o z,. € {A, ..., A} is the entry of the matrix cell at position (r,c) € {0,...,N — 1}2.

e w,.€{0,...,K —1} is the index of the block covering cell (r,¢) € {0,...,N —1}>.

Constraints

e Every block needs to be placed exactly once. This is implicit in the use of z; and y; as the upper
corner for block B*.

e Blocks must fit within the puzzle square (cannot extend beyond row/column N — 1). This is handled
by the upper bounds on z; and y.

e Blocks cannot overlap. This is implied by w,. . having a unique value for all (7, ¢) and being well defined.
Waptryete = K (1)
e The entry in each matrix cell comes from the block covering that cell.
Rap+ryr+c = Bf,c (2)
e The matrix must be symmetric.
Zre=zer Y(re)e{0,...,N-1}:r<c
Note that constraints and are enforced for all combinations of k € {0,..., K —1},r €{0,...,m; — 1}

and ¢ € {0,...,n; — 1}, and rely on the ability of a CP model to use variables (z; and y;) to index other
variables (w and z), something that MIP models cannot do.

The associated Java code demonstrating the use of both models on the examples from the Mathematics Stack
Exchange post use CPLEX for the MIP model and CP Optimizer for the CP model. Unfortunately, the
use of a variable to index another variable (via the I1oCP.element () method) is limited to one dimensional
arrays of variables. So, in the Java implementation, z and w are flattened to one dimensional arrays indexed
by {O, ., NZ - 1} , and z; ; and w; ; become zn.;1; and wy.;4; respectively.



